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Introduction to the Development Process MD18

The first step of requirement analysis is to establish the business case for the system and to delimit the 
projects scope. You need to identify all external entities, with which the system will interact (actors). The 
nature of this interaction is defined at a high level (use cases). 
The use cases are broken down to the lowest level of activities by implementing the business logic in 

 activity diagrams. All entities like data structures and backend systems are considered in those diagrams.
At the end, one document contains the implementation and documentation, making the maintenance and 

 understanding of the interfaces much easier. 
Working with UML, developers, designers, and business analysts have the same visualized "code" base 
and can easily work together, because everybody uses the same document and has an actual state of 
specification, implementation, and documentation at any time.

Below you find the steps of the design process:

Use cases (Describe roles and their activities.)
 Classes (Define static data structures.)

 Web service interface (Define the port type for modeling the interface with its operations.)
 Activities (Implement choreography, system behavior, backend adapters.)

 Sequences (Describe system behavior.)
 Components (Define the system components.)

 (Compile the UML model with the E2E Model Compiler.)Compilation
 (Debug and test the compiled service with the E2E Interactive Debugger and the E2E Testing

Analyzer.)
 of E2E xUML services to an E2E BridgeDeployment

After completing and saving the UML model, it is stored in XMI format. After compilation of the UML 
model, the xUML service repository is deployed to a physical E2E Bridge node instance. For each 
deployed xUML service, a Bridge process will be created at startup. The service is ready to be used by 
client applications, for instance via the SOAP interface in case of a Web service. 
 

The next chapters describe the UML models created during the development process.

Use Cases
The use case view models the functionality of the system as perceived by outside users, which are called 
actors. A use case is a coherent unit of functionality expressed as a transaction among actors and the 
system. The purpose of the use case view is to list the actors and use cases, in order to show which 
actors participate in each use case.

 
 

Use cases can also be described in various levels of detail. They can be factored and described in terms 
of other, simpler use cases. A use case is implemented as collaboration in the interaction view (e.g. 
sequence diagrams).
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Classes
A class is the description of a concept from the application domain or the application solution. It is a static 
view, which is displayed in a class diagram. Classes are drawn as rectangles and contain attributes and 
operations. A class can also be used with other diagrams. 
Relationships among classes are drawn as paths connecting class rectangles. The different kinds of 

 relationships are distinguished by line texture and by adornments on the paths or their ends.
A class can be described at various levels of precision and concretion. In the early stages of design, the 
model captures the more logical aspects of the problem. In the later stages, the model also captures 
design decisions and implementation details like the mapping from backend data structures to frontend 
data structures. Most of the views have a similar evolutionary quality.

Web Service Interface
A port type is the interface of a Web service. In this context, an interface describes a class with 
operations that are accessible from the outside world via SOAP calls. 

 A port type is a specialized class. This model element is labeled with the stereotype <<E2ESOAPPortTyp
 e>> . This specialized class contains the operations of the Web service interface.

Activities
Activities are helpful in understanding the high-level execution behavior of a system. The behavior is 
defined in activity diagrams, which contain action nodes and control flows that show sequence 
dependencies. 
 

An action node is drawn as a rectangle with round corners and represents an activity: a workflow step or 
the execution of an operation. Control flows are drawn as arrows between the action nodes. They can 
have guards with logical expressions that evaluate to  or . A decision node is displayed using a true false
rhombus symbol. Depending on which guard evaluates to true, the flow follows the corresponding 
transition.
The input and output parameters of an action can be depicted by using object flows connecting an action 
node and an object node. 
 



Activity diagrams are also useful for modeling parallel processes because they show, at which point they 
need to be synchronized.

Sequences
A sequence diagram shows a set of messages arranged in a time sequence. Each classifier role is 
shown as a lifeline – that is, a vertical line that represents the role over time through the entire 
interaction. Messages are shown as arrows between lifelines. A sequence diagram can show a scenario, 
which is an individual history of a transaction.  

One use of a sequence diagram is to show the behavior sequence of a use case. When the behavior is 
implemented, each message on a sequence diagram corresponds to an operation on a class or an event 
trigger on a transition in a state machine.

Components
The component view models the components in a system, or the software units from which the 
application is constructed. In the component diagram, you define the model elements of a service like 
components, classes, and interfaces, which are manifested in artifacts. An artifact defined by the modeler 
represents a concrete element in the physical world. It is the specification of a physical piece of 
information that is produced by the E2E Model Compiler.

The most important artifact in the context of the Bridge is the repository file generated by the Model 
Compiler. The repository can be deployed to an E2E Bridge.
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